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**Java Programming**

**Java Basics - Exercises**

**Exercises on Flow Controls**

**Exercises on Conditional (Decision)**

Exercise (if-else): Write a program called **CheckMark** which prints "PASS" if the int variable "mark" is more than or equal to 50; or prints "FAIL" otherwise.

Hints:

public class **CheckMark** { // saved as "CheckMark.java"

public static void main(String[] args) {

int mark = 49; // set the value of mark here!

System.out.println("The mark is " + mark);

if ( ...... ) {

System.out.println( ...... );

} else {

System.out.println( ...... );

}

}

}

Exercise (if-else): Write a program called **CheckNumber** which prints "Odd Number" if the int variable “number” is odd, or “Even Number” otherwise.

Hints:

public class **CheckNumber** { // saved as "CheckNumber.java"

public static void main(String[] args) {

int number = 49; // set the value of number here!

System.out.println("The number is " + number);

if ( ...... ) {

System.out.println( ...... );

} else {

System.out.println( ...... );

}

}

}

Exercise (nested-if, switch-case): Write a program called **PrintWord** which prints "ONE", "TWO",... , "NINE", "OTHER" if the int variable "number" is 1, 2,... , 9 or other, respectively. Use (a) a "nested-if" statement; (b) a "switch-case" statement.

Hints:

public class **PrintWord** { // saved as "PrintWord.java"

public static void main(String[] args) {

int number = 5;

// nested-if

if (number == 1) {

System.out.println("ONE");

} else if (......) {

......

} else if (......) {

......

} else {

......

}

// switch-case

switch(number) {

case 1: System.out.println("ONE"); break;

case 2: ......

......

default: System.out.println("OTHER");

}

}

}

**Exercises on Loop (Iteration)**

Exercise (Loop): Write a program called **SumAndAverage** to produce the sum of 1, 2, 3, ..., to 100. Also compute and display the average. The output shall look like:

The sum is 5050

The average is 50.5

Hints:

public class **SumAndAverage** { // saved as "SumAndAverage.java"

public static void main (String[] args) {

int sum = 0; // store the accumulated sum

double average; // average in double

int lowerbound = 100; // the lower bound to sum

int upperbound = 100; // the upper bound to sum

for (int number = lowerbound; number <= upperbound; number++) { // for loop

sum += number; // same as "sum = sum + number"

}

// Compute average in double. Beware that int/int produces int.

......

// Print sum and average.

......

}

}

Try:

1. Modify the program to use a "while-do" loop instead of "for" loop.
2. int number = 1;
3. int sum = 0;
4. while (number <= upperbound) {
5. sum += number;
6. number++;

}

1. Modify the program to use a "do-while" loop.
2. int number = 1;
3. int sum = 0;
4. do {
5. sum += number;
6. number++;

} while (number <= upperbound);

1. Modify the program to sum from 111 to 8989, and compute the average. Introduce an int variable called count to count the numbers in the specified range.
2. int count = 0;
3. for (...; ...; ...) {
4. ......
5. count++;

}

1. Modify the program to sum only the odd numbers from 1 to 100, and compute the average.
2. Modify the program to sum those numbers from 1 to 100 that is divisible by 7, and compute the average.
3. Modify the program to find the "sum of the squares" of all the numbers from 1 to 100, i.e. 1\*1 + 2\*2 + 3\*3 + ... + 100\*100.

Exercise (Loop): Write a program called **Product1toN** 10).×...×3×2×to compute the product of integers 1 to 10 (i.e., 1 Try computing the product from 1 to 11, 1 to 12, 1 to 13 and 1 to 14. Write down the product obtained and explain the results.

Hints: Declares an int variable called product (to accumulate the product) and initialize to 1.

Exercise (Loop): Write a program called **HarmonicSum** to compute the sum of a harmonic series, as shown below, where n=50000. The program shall compute the sum from *left-to-right* as well as from the *right-to-left*. Obtain the difference between these two sums and explain the difference. Which sum is more accurate?

![http://www3.ntu.edu.sg/home/ehchua/programming/java/images/ExerciseBasics_HarmonicSum.png](data:image/png;base64,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)

Hints:

public class **HarmonicSum** { // saved as "HarmonicSum.java"

public static void main (String[] args) {

int maxDenominator = 50000;

double sumL2R = 0.0; // sum from left-to-right

double sumR2L = 0.0; // sum from right-to-left

// for-loop for summing from left-to-right

for (int denominator = 1; denominator <= maxDenominator; denominator++) {

......

// Beware that int/int gives int.

}

// for-loop for summing from right-to-left

......

// Find the difference and display

......

}

}

Exercise (Loop & Condition): Write a program called **ComputePI** to compute the value of π, using the following series expansion. You have to decide on the termination criterion used in the computation (such as the number of terms used or the magnitude of an additional term). Is this series suitable for computing π?

![http://www3.ntu.edu.sg/home/ehchua/programming/java/images/ExerciseBasics_ComputePI.png](data:image/png;base64,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)

JDK maintains the value of π in a double constant called Math.PI. Compare the values obtained, in terms of the ratio between the value computed and the Math.PI, in percents.

Hint: Add to sum if the denominator modulus 4 is 1, and subtract from sum if it is 3.

double sum = 0;

int maxDenom = 10000000;

for (int denom = 1; ..... ; denom = denom + 2) {

if (denom % 4 == 1) {

sum += ......;

} else if (denom % 4 == 3) {

sum -= ......;

} else {

System.out.println("The computer has gone crazy?!");

}

}

Exercise (Loop & Condition): Write a program called **CozaLozaWoza** which prints the number 1 to 110, 11 numbers per line. The program shall print "Coza" in place of the numbers which are multiples of 3, "Loza" for multiples of 5, "Woza" for multiples of 7, "CozaLoza" for multiples of 3 and 5, and so on. The output shall look like:

1 2 Coza 4 Loza Coza Woza 8 Coza Loza 11

Coza 13 Woza CozaLoza 16 17 Coza 19 Loza CozaWoza 22

23 Coza Loza 26 Coza Woza 29 CozaLoza 31 32 Coza

......

Hints:

public class **CozaLozaWoza** { // saved as "CozaLozaWoza.java"

public static void main(String[] args) {

int lowerbound = 1;

int upperbound = 110;

for (int number = lowerbound; number <= upperbound; number++) {

// Print "Coza" if number is divisible by 3

if (......) {

System.out.print("Coza");

}

// Print "Loza" if number is divisible by 5

if (......) {

System.out.print(.....);

}

// Print "Woza" if number is divisible by 7

......

// Print the number if it is not divisible by 3, 5 and 7

if (......) {

......

}

// Print a space

......

// Print a newline if number is divisible by 11

if (......) {

System.out.println();

}

}

}

}

Exercise (Loop): Write a program called **Fibonacci** to display the first 20 Fibonacci numbers F(n), where F(n)=F(n–1)+F(n–2) and F(1)=F(2)=1. Also compute their average. The output shall look like:

The first 20 Fibonacci numbers are:

1 1 2 3 5 8 13 21 34 55 89 144 233 377 610 987 1597 2584 4181 6765

The average is 885.5

Hints:

public class **Fibonacci** {

public static void main (String args[]) {

int n = 3; // the index n for F(n), starting from n=3

int fn; // F(n) to be computed

int fnMinus1 = 1; // F(n-1), init to F(2)

int fnMinus2 = 1; // F(n-2), init to F(1)

int nMax = 20; // maximum n, inclusive

int sum = fnMinus1 + fnMinus2;

double average;

System.out.println("The first " + nMax + " Fibonacci numbers are:");

......

while (n <= nMax) {

// Compute F(n), print it and add to sum

......

// Adjust the index n and shift the numbers

......

}

// Compute and display the average (=sum/nMax)

......

}

}

Tribonacci numbers are a sequence of numbers T(n) similar to Fibonacci numbers, except that a number is formed by adding the three previous numbers, i.e., T(n)=T(n-1)+T(n-2)+T(n-3), T(1)=1, T(2)=1 and T(3)=2. Write a program called **Tribonacci** to produce the first twenty Tribonacci numbers.

**Exercises on Nested-Loop**

Exercise (nested-loop): Write a program called **SquareBoard** that displays the following 5x5 pattern using two nested for-loops.

# # # # #

# # # # #

# # # # #

# # # # #

# # # # #

Your program should use only two output statements, one each of the followings:

System.out.print("# "); // print "# ", without newline

System.out.println(); // print a newline

Hints:

public class **SquareBoard** { // saved as "SquareBoard.java"

public static void main (String[] args) {

int size = 5; // size of the board

for (int row = 1; ......; ......) {

for (int col = 1; ......; ......) {

......

}

......

}

}

}

Exercise (nested-loop): Write a program called **CheckerBoard** that displays the following 7x7 checkerboard pattern using two nested for-loops.

# # # # # # #

# # # # # # #

# # # # # # #

# # # # # # #

# # # # # # #

# # # # # # #

# # # # # # #

Your program should use only three output statements, one each of the followings:

System.out.print("# "); // print "# ", without newline

System.out.print(" "); // print a space, without newline

System.out.println(); // print a newline

Hints:

public class **CheckerBoard** { // saved as "CheckerBoard.java"

public static void main (String[] args) {

int size = 7; // size of the board

for (int row = 1; ......; ......) {

// Use modulus 2 to find alternate lines

if ((row % 2) == 0) { // row 2, 4, 6, 8

......

}

for (int col = 1; ......; ......) {

......

}

......

}

}

}

Exercise (nested-loop): Write a program called TimeTable to produce the multiplication table of 1 to 9 as shown using two nested for-loops:

\* | 1 2 3 4 5 6 7 8 9

-------------------------------

1 | 1 2 3 4 5 6 7 8 9

2 | 2 4 6 8 10 12 14 16 18

3 | 3 6 9 12 15 18 21 24 27

4 | 4 8 12 16 20 24 28 32 36

5 | 5 10 15 20 25 30 35 40 45

6 | 6 12 18 24 30 36 42 48 54

7 | 7 14 21 28 35 42 49 56 63

8 | 8 16 24 32 40 48 56 64 72

9 | 9 18 27 36 45 54 63 72 81

Modify the program to print the multiplication table of 1 to 12.

**Exercises on Input**

Exercise (Keyboard Input): Write a program called KeyboardInput to prompt user for an int, a double, and a String. The output shall look like (the inputs are shown in bold):

Enter an integer: **12**

Enter a floating point number: **33.44**

Enter your name: **Peter**

Hi! Peter, the sum of 12 and 33.44 is 45.44

Hints:

import java.util.Scanner; // needed to use Scanner for input

public class KeyboardInput {

public static void main(String[] args) {

int num1;

double num2;

String name;

double sum;

// Setup a Scanner called in to scan the keyboard (System.in)

Scanner in = new Scanner(System.in);

System.out.print("Enter an integer: ");

num1 = in.nextInt(); // use nextInt() to read int

System.out.print("Enter a floating point number: ");

num2 = in.nextDouble(); // use nextDouble() to read double

System.out.print("Enter your name: ");

name = in.next(); // use next() to read String

// Display

......

}

}

Exercise (File Input): Write a program called **FileInput** to read an int, a double, and a String form a text file called "in.txt", and produce the following output:

The integer read is 12

The floating point number read is 33.44

The String read is "Peter"

Hi! Peter, the sum of 12 and 33.44 is 45.44

You need to create a text file called "in.txt" (in Eclipse, right-click on the "project" ⇒ "New" ⇒ "File") with the following contents:

12

33.44

Peter

import java.util.Scanner; // Needed to use Scanner for input

import java.io.File; // Needed to use File

import java.io.FileNotFoundException; // Needed for file operation

public class FileInput {

public static void main(String[] args)

throws FileNotFoundException { // Needed for file operation

int num1;

double num2;

String name;

double sum;

// Setup a Scanner to read from a text file

Scanner in = new Scanner(new File("in.txt"));

num1 = in.nextInt(); // use nextInt() to read int

num2 = in.nextDouble(); // use nextDouble() to read double

name = in.next(); // use next() to read String

// Display

......

}

}

Exercise (User Input): Write a program called **CircleComputation**, which prompts user for a radius and compute the area and perimeter of a circle. The output shall look like:

Enter the radius: **1.2**

The area is 4.5239

The perimeter is 7.5398223686155035

Hints: π is kept in a constant called Math.PI.

Exercise (User Input & String Operations): Write a program called ReverseString, which prompts user for a String, and prints the *reverse* of the String. The output shall look like:

Enter a String: **abcdef**

The reverse of String "abcdef" is "fedcba".

Hints:

import java.util.Scanner;

public class ReverseString {

public static void main(String[] args) {

String inStr; // input String

int inStrLen; // length of the input String

Scanner in = new Scanner(System.in);

System.out.print("Enter a String: ");

inStr = in.next(); // use next() to read String

inStrLen = inStr.length();

// Use inStr.charAt(index) to extract character at 'index' from inStr

......

}

}

For a String called inStr, you can use inStr.length() to retrieve the *length* of the String; and inStr.charAt(index) to retrieve the char at the index position, where index begins with 0.

Exercise (User Input & String Operations): On your phone keypad, the alphabets are mapped to digits as follows: ABC(2), DEF(3), GHI(4), JKL(5), MNO(6), PQRS(7), TUV(8), WXYZ(9).

Write a program called PhoneKeyPad, which prompts user for a string (case insensitive), and converts to a sequence of digits. Use a nested-if in this exercise. Modify your program to use an *array* for table look-up later.

Hints: You can use in.next().toLowerCase() to read a string and convert it to lowercase to reduce your cases.

Exercise (Palindrome): A word that reads the same backward as forward is called a *palindrome*, e.g., "mom", "dad", "racecar", "madam", and "Radar" (case-insensitive). Write a program called TestPalindromicWord, that prompts user for a word and prints ""xxx" is|is not a palindrome".

Hints: Read in a word and convert to lowercase via in.next().toLowercase().

A phrase that reads the same backward as forward is also called a palindrome, e.g., "Madam, I'm Adam", "A man, a plan, a canal - Panama!" (ignoring punctuation and capitalization). Modify your program (called TestPalindromicPhrase) to test palindromic phrase.

Hints: Read in the lowercase phrase via in.nextLine().toLowercase(). Maintain two indexes, forwardIndex and backwardIndex, used to scan the phrase forward and backward.

Exercise (Bin2Dec): Write a program called Bin2Dec to convert a binary string into its equivalent decimal number. Your output shall look like:

Enter a Binary string: 1011

The equivalent decimal number for binary "1011" is 11

Enter a Binary string: 1234

Error: Invalid Binary String "1234"

Hints: For a n-bit binary number bn-1bn-2...b1b0, bi∈{0,1}, the equivalent decimal number is bn-1×2n-1+bn-2×2n-2+ ...+b1×21+b0×20.

import java.util.Scanner;

public class Bin2Dec {

public static void main(String[] args) {

String binStr; // input binary string

int binStrLen; // length of the input string

int dec = 0; // equivalent decimal number

char binChar; // each individual char in the binary string

Scanner in = new Scanner(System.in);

// Read input binary string

......

// Convert binary string into Decimal

......

}

}

You can use JDK method Math.pow(x, y) to compute the x raises to the power of y. This method takes two doubles as argument and returns a double. You may have to cast the result back to int.

To convert a char (of digit '0' to '9') to int, simply subtract by '0', e.g., '5'-'0'→5.

Exercise (Hex2Dec): Write a program called HexToDec to convert a hexadecimal string into its equivalent decimal number. Your output shall look like:

Enter a Hexadecimal string: 1a

The equivalent decimal number for hexadecimal "1a" is 26

Enter a Hexadecimal string: 1y3

Error: Invalid Hexadecimal String "1y3"

Hints: For a n-digit hexadecimal number hn-1hn-2...h1h0, hi∈{0,…,9,A,…,F}, the equivalent decimal number is hn-1×16n-1+hn-2×16n-2+ ...+h1×161+h0×160.

You do not need a big nested-if statement of 16 cases (or 22 with upper and lower letters). Extract the individual character from the hexadecimal string, says c. If char c is between '0' to '9', you can get the integer offset via c-'0'. If c is between 'a' to 'f' or 'A' to 'F', the integer offset is c-'a'+10 or c-'A'+10.

String hexStr;

char hexChar;

......

hexChar = hexStr.charAt(i);

......

if (hexChar >= '0' && hexChar <= '9') {

... (hexChar-'0') ...

...

} else if (hexChar >= 'a' && hexChar <= 'f') { // lowercase

... (hexChar-'a'+10) ...

...

} else if (hexChar >= 'A' && hexChar <= 'F') { // uppercase

... (hexChar-'A'+10) ...

...

} else {

System.out.println("Error: Invalid hexadecimal string");

System.exit(1); // quit the program

}

**Exercises on Array**

Exercise (Array): Write a program called GradesAverage, which reads in n grades (of int between 0 and 100) and displays the average. You should keep the grades in an int[] (an array of int). Your output shall look like:

Enter the number of students: **3**

Enter the grade for student 1: **55**

Enter the grade for student 2: **108**

Invalid grade, try again...

Enter the grade for student 2: **56**

Enter the grade for student 3: **57**

The average is 56.0

Exercise (Array): Write a program called Hex2Bin to convert a hexadecimal string into its equivalent binary string. The output shall look like:

Enter a Hexadecimal string: **1abc**

The equivalent binary for hexadecimal "1abc" is 0001 1010 1011 1100

Hints: Use an array of 16 binary Strings corresponding to hexadecimal number '0' to 'F', as follows:

String[] hexBits = {"0000", "0001", "0010", "0011",

"0100", "0101", "0110", "0111",

"1000", "1001", "1010", "1011",

"1100", "1101", "1110", "1111"}

**Exercises on Command-line Arguments**

Exercise (Command-line arguments): Write a Java program called **Arithmetic** that takes three command-line arguments: two integers followed by an arithmetic operator (+, -, \* or /). The program shall perform the corresponding operation on the two integers and print the result. For example:

> java Arithmetic **3 2 +**

3+2=5

> java Arithmetic **3 2 -**

3-2=1

> java Arithmetic **3 2 /**

3/2=1

Hints:

The method main(String[] args) has a parameter: "an array of String", which is often (but not necessary) named args. This parameter captures the command-line arguments supplied by the user when the program is invoked. For example, if a user invokes:

> java Arithmetic **12345 4567 +**

The three command-line arguments "12345", "4567" and "+" will be captured in a String array and passed into the main() method as parameter args. That is,

args is {"12345", "4567", "+"}; // args is a String array

args.length is 3; // length of the array

args[0] is "12345"; // 1st element of the String array

args[1] is "4567"; // 2nd element of the String array

args[2] is "+"; // 3rd element of the String array

args[0].length() is 5; // length of 1st String element

args[1].length() is 4; // length of the 2nd String element

args[2].length() is 1; // length of the 3rd String element

public class **Arithmetic** {

public static void main (String[] args) {

int operand1, operand2;

char theOperator;

// Check if there are 3 command-line arguments in the

// String array args[] by using length variable of array.

if (args.length != 3) {

System.err.println("Usage: java Arithmetic int1 int2 op");

return;

}

// Convert the 3 Strings args[0], args[1], args[2] to int and char.

// Use the Integer.parseInt(aStr) to convert a String to an int.

operand1 = Integer.parseInt(args[0]);

operand2 = ......

// Get the operator, assumed to be the first character of

// the 3rd string. Use method charAt() of String.

theOperator = args[2].charAt(0);

System.out.print(args[0] + args[2] + args[1] + "=");

switch(theOperator) {

case ('-'):

System.out.println(operand1 – operand2); break;

case ('+'): ......

case ('\*'): ......

case ('/'): ......

default:

System.err.println("Error: invalid operator!");

}

}

}

Notes:

* To provide command-line arguments, use the "cmd" shell to run your program in the form "java *ClassName* *arg1* *arg2* ....".
* To provide command-line arguments in Eclipse, right click the source code ⇒ "Run As" ⇒ "Run Configurations..." ⇒ Select "Main" and choose the proper main class ⇒ Select "Arguments" ⇒ Enter the command-line arguments, e.g., "3 2 +" in "Program Arguments".
* To provide command-line arguments in Netbeans, right click the "Project" name ⇒ "Set Configuration" ⇒ "Customize..." ⇒ Select categories "Run" ⇒ Enter the command-line arguments, e.g., "3 2 +" in the "Arguments" box (but make sure you select the proper Main class).

Question: Try "java Arithmetic 2 4 \*" (in CMD shell and Eclipse/Netbeans) and explain the result obtained. How to resolve this problem?

Exercise (Command-line arguments): Write a Java program called SumDigits to sum up the individual digits of a positive integer, given in the command line. The output shall look like:

> **java SumDigits 12345**

The sum of digits = 1 + 2 + 3 + 4 + 5 = 15

**Exercises on Method**

Exercise (Method): Write a program called **GradesStatistics**, which reads in n grades (of int between 0 and 100, inclusive) and displays the *average*, *minimum*, *maximum*, and *standard deviation*. Your program shall check for valid input. You should keep the grades in an int[] and use a method for each of the computations. Your output shall look like:

Enter the number of students: **4**

Enter the grade for student 1: **50**

Enter the grade for student 2: **51**

Enter the grade for student 3: **56**

Enter the grade for student 4: **53**

The average is 52.5

The minimum is 50

The maximum is 56

The standard deviation is 2.29128784747792

Hints: The formula for calculating standard deviation is:

![http://www3.ntu.edu.sg/home/ehchua/programming/java/images/ExerciseBasics_GradesAverage.png](data:image/png;base64,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)

public class **GradesStatistics** {

public static int[] grades; // Declare an int[], to be allocated later

// main() method

public static void main(String[] args) {

readGrades();

System.out.println("The average is " + average());

System.out.println("The minimum is " + min());

System.out.println("The maximum is " + max());

System.out.println("The standard deviation is " + stdDev());

}

// Prompt user for the number of students and allocate the "grades" array.

// Then, prompt user for grade, check for valid grade, and store in "grades".

public static void readGrades() { ....... }

// Return the average value of int[] grades

public static double average() { ...... }

// Return the maximum value of int[] grades

public static int max() { ...... }

// Return the minimum value of int[] grades

public static int min() { ....... }

// Return the standard deviation of the int[] grades

public static double stdDev() { ....... }

}

Exercise (Method): Write a program called **GradesHistogram**, which reads in n grades (of int between 0 and 100, inclusive) from a text file called "grades.in" and displays the histogram. The file has the following format:

numStduents:int

grade1:int grade2:int .... gradeN:int

For example:

15

49 50 51 59 0 5 9 10 15 19 50 55 89 99 100

The output shall consist of a horizontal histogram and a vertical histogram as follows:

0 - 9: \*\*\*

10 - 19: \*\*\*

20 - 29:

30 - 39:

40 - 49: \*

50 - 59: \*\*\*\*\*

60 - 69:

70 - 79:

80 - 89: \*

90 -100: \*\*

\*

\*

\* \* \*

\* \* \* \*

\* \* \* \* \* \*

0-9 10-19 20-29 30-39 40-49 50-59 60-69 70-79 80-89 90-100

Hints:

public class **GradesHistogram** {

public static int[] grades;

// Declare an int array of grades, to be allocated later

public static int[] bins = new int[10];

// Declare and allocate an int array for histogram bins.

// 10 bins for 0-9, 10-19,...., 90-100

public static void main(String[] args) {

readGrades("grades.in");

computeHistogram();

printHistogramHorizontal();

printHistogramVertical();

}

// Read the grades from "filename", store in "grades" array.

// Assume that the inputs are valid.

public static void readGrades(String filename) { ...... }

// Based on "grades" array, populate the "bins" array.

public static void computeHistogram() { ....... }

// Print histogram based on the "bins" array.

public static void printHistogramHorizontal() { ...... }

// Print histogram based on the "bins" array.

public static void printHistogramVertical() { ...... }

}

Exercise (Method): Write a method called reverseArray() with the following signature:

public static void reverseArray(int[] intArray)

The method accepts an int array, and reverses its orders. For example, if the input array is {12, 56, 34, 79, 26}, the reversal is {26, 79, 34, 56, 12}. You MUST NOT use another array in your method (but you need a temporary variable to do the swap). Also write a test class called ReverseArrayTest to test this method. Take note that the array passed into the method can be modified by the method (this is called "pass by reference"). On the other hand, primitives passed into a method cannot be modified. This is because a clone is created and passed into the method instead of the original copy (this is called "pass by value").

**More Basic Java Exercises**

Exercise (JDK Source Code): Extract the source code of the class Math from the JDK source code ("$JAVA\_HOME" ⇒ "src.zip" ⇒ "Math.java" under folder "java.lang"). Study how constants such as E and PI are defined. Also study how methods such as abs(), max(), min(), toDegree(), etc, are written.

Exercise (Matrix Operation): Similar to Math class, write a Matrix library that supports matrix operations (such as addition, subtraction, multiplication) via 2D arrays. The operations shall support both doubles and ints. Also write a test class to exercise all the operations programmed.

Hints:

public class **Matrix** {

public static void printMatrix(int[][] m) { ...... }

public static void printMatrix(double[][] m) { ...... }

public static boolean haveSameDimension(int[][] m1, int[][] m2) { ...... }

public static boolean haveSameDimension(double[][] m1, double[][] m2) { ...... }

public static int[][] add(int[][] m1, int[][] m2) { ...... }

public static double[][] add(double[][] m1, double[][] m2) { ...... }

......

}

Exercise (Special Characters and Escape Sequences): Write a program called **PrintAnimalPattern**, which uses println() to produce this pattern:

'\_\_'

(©©)

/========\/

/ || %% ||

\* ||----||

¥¥ ¥¥

"" ""

Hints:

* Use escape sequence \uhhhh where hhhh are four hex digits to display Unicode characters such as ¥ and ©. ¥ is 165 (00A5H) and © is 169 (00A9H) in both ISO-8859-1 (Latin-1) and Unicode character sets.
* Double-quote (") and black-slash (\) require escape sign inside a String. Single quote (') does not require escape sign.

Print the same pattern using printf(). Hints: Need to use %% to print a % in printf() because % is the suffix for format specifier.

Exercise (Print Pattern using nested-loop): Write a method to print each of the followings patterns using nested loops in a class called **PrintPattern**. The signatures of the methods are:

public static void printPatternX(int size) // 'X' from 'A' to ..., size is a positive integer.

# # # # # # # # # # # # # # # # # #

# # # # # # # # # # # # # # # # # #

# # # # # # # # # # # # # # # # # #

# # # # # # # # # # # # # # # # # #

# # # # # # # # # # # # # # # # # #

# # # # # # # # # # # # # # # # # #

# # # # # # # # # # # # # # # # # #

# # # # # # # # # # # # # # # # # #

(a) (b) (c) (d)

Hints: On the diagonal, row = col. On the opposite diagonal, row + col = size + 1.

# # # # # # # # # # # # # # # # # # # # # # # # # # # # # # # # # # #

# # # # # # # # # #

# # # # # # # # # #

# # # # # # # #

# # # # # # # # # #

# # # # # # # # # #

# # # # # # # # # # # # # # # # # # # # # # # # # # # # # # # # # # #

(e) (f) (g) (h) (i)

# # # # # # # # # # # # #

# # # # # # # # # # # # # # #

# # # # # # # # # # # # # # # # #

# # # # # # # # # # # # # # # # # # #

# # # # # # # # # # # # # # # # # # # # #

# # # # # # # # # # # # # # # # # # # # # # #

(j) (k) # # # # # # # # #

# # # # # # #

# # # # #

# # #

#

(l)

1 1 2 3 4 5 6 7 8 1 8 7 6 5 4 3 2 1

1 2 1 2 3 4 5 6 7 2 1 7 6 5 4 3 2 1

1 2 3 1 2 3 4 5 6 3 2 1 6 5 4 3 2 1

1 2 3 4 1 2 3 4 5 4 3 2 1 5 4 3 2 1

1 2 3 4 5 1 2 3 4 5 4 3 2 1 4 3 2 1

1 2 3 4 5 6 1 2 3 6 5 4 3 2 1 3 2 1

1 2 3 4 5 6 7 1 2 7 6 5 4 3 2 1 2 1

1 2 3 4 5 6 7 8 1 8 7 6 5 4 3 2 1 1

(m) (n) (o) (p)

1 1 2 3 4 5 6 7 8 7 6 5 4 3 2 1

1 2 1 1 2 3 4 5 6 7 6 5 4 3 2 1

1 2 3 2 1 1 2 3 4 5 6 5 4 3 2 1

1 2 3 4 3 2 1 1 2 3 4 5 4 3 2 1

1 2 3 4 5 4 3 2 1 1 2 3 4 3 2 1

1 2 3 4 5 6 5 4 3 2 1 1 2 3 2 1

1 2 3 4 5 6 7 6 5 4 3 2 1 1 2 1

1 2 3 4 5 6 7 8 7 6 5 4 3 2 1 1

(q) (r)

1 1 1 2 3 4 5 6 7 8 7 6 5 4 3 2 1

1 2 2 1 1 2 3 4 5 6 7 7 6 5 4 3 2 1

1 2 3 3 2 1 1 2 3 4 5 6 6 5 4 3 2 1

1 2 3 4 4 3 2 1 1 2 3 4 5 5 4 3 2 1

1 2 3 4 5 5 4 3 2 1 1 2 3 4 4 3 2 1

1 2 3 4 5 6 6 5 4 3 2 1 1 2 3 3 2 1

1 2 3 4 5 6 7 7 6 5 4 3 2 1 1 2 2 1

1 2 3 4 5 6 7 8 7 6 5 4 3 2 1 1 1

(s) (t)

1

2 3 2

3 4 5 4 3

4 5 6 7 6 5 4

5 6 7 8 9 8 7 6 5

6 7 8 9 0 1 0 9 8 7 6

7 8 9 0 1 2 3 2 1 0 9 8 7

8 9 0 1 2 3 4 5 4 3 2 1 0 9 8

(u)

Exercise (Print Pattern using nested-loop): Write a method to print each of the following patterns using nested-loops in a class called **PrintTriangle**. The signatures of the methods are:

public static void printXxx(int numRows) // Xxx is the pattern's name

Write the main() which prompts the user for the numRows and prints all the patterns.

1

1 2 1

1 2 4 2 1

1 2 4 8 4 2 1

1 2 4 8 16 8 4 2 1

1 2 4 8 16 32 16 8 4 2 1

1 2 4 8 16 32 64 32 16 8 4 2 1

1 2 4 8 16 32 64 128 64 32 16 8 4 2 1

(a) PowerOf2Triangle

1 1

1 1 1 1

1 2 1 1 2 1

1 3 3 1 1 3 3 1

1 4 6 4 1 1 4 6 4 1

1 5 10 10 5 1 1 5 10 10 5 1

1 6 15 20 15 6 1 1 6 15 20 15 6 1

(b) PascalTriangle1 (c) PascalTriangle2

Exercise (Series): Write a method to compute sin(x) and cos(x) using the following series expansion, in a class called **TrigonometricSeries**. The headers of the methods are:

public static double sin(double x, int numTerms) // x in radians

public static double cos(double x, int numTerms)

![http://www3.ntu.edu.sg/home/ehchua/programming/java/images/ExerciseBasics_TrigonometricSeries.png](data:image/png;base64,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)

Compare the values computed using the series with the JDK methods Math.sin(), Math.cos() at x=0, π/6, π/4, π/3, π/2 using various numbers of terms.

Hints: Avoid generating large numerator and denominator (which may cause arithmetic overflow, e.g., 13! is out of int range). Compute the terms as:

![http://www3.ntu.edu.sg/home/ehchua/programming/java/images/ExerciseBasics_TrigonometricSeriesHint.png](data:image/png;base64,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)

Exercise (Series): Write a method to compute the sum of the series in a class called Series. The signature of the method is:

public static double sumOfSeries(double x, int numTerms)

![http://www3.ntu.edu.sg/home/ehchua/programming/java/images/ExerciseBasics_Series.png](data:image/png;base64,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)

Exercise (Fibonacci Number & Overflow) : Write a program called **FibonacciInt** to list all the Fibonacci numbers, which can be expressed as an int (i.e., 32-bit signed integer in the range of [-2147483648, 2147483647]). The output shall look like:

F(0) = 1

F(1) = 1

F(2) = 2

...

F(45) = 1836311903

F(46) is out of the range of int

Hints: The maximum and minimum values of a 32-bit int are kept in constants Integer.MAX\_VALUE and Integer.MIN\_VALUE, respectively. Try these statements:

System.out.println(Integer.MAX\_VALUE);

System.out.println(Integer.MIN\_VALUE);

System.out.println(Integer.MAX\_VALUE + 1);

Take note that in the third statement, Java Runtime does not flag out an overflow error, but silently wraps the number around. Hence, you cannot use F(n-1) + F(n-2) > Integer.MAX\_VALUE to check for overflow. Instead, overflow occurs for F(n) if (Integer.MAX\_VALUE – F(n-1)) < F(n-2) (i.e., no room for the next Fibonacci number).

Write a similar program for Tribonacci numbers.

Exercise (Factorial & Overflow): Write a program called **Factorial1to10**, to compute the factorial of n, for 1≤n≤10. Your output shall look like:

The factorial of 1 is 1

The factorial of 2 is 2

...

The factorial of 10 is 3628800

Modify your program (called **FactorialInt**), to list all the factorials, that can be expressed as an int (i.e., 32-bit signed integer). Your output shall look like:

The factorial of 1 is 1

The factorial of 2 is 2

...

The factorial of 12 is 479001600

The factorial of 13 is out of range

Hints: Overflow occurs for Factorial(n+1) if (Integer.MAX\_VALUE / Factorial(n)) < (n+1).

Modify your program again (called **FactorialLong**) to list all the factorials that can be expressed as a long (64-bit signed integer). The maximum value for long is kept in a constant called Long.MAX\_VALUE.

Exercise (Number Systems Conversion): Write a method call toRadix() which converts a positive integer from one radix into another. The method has the following header:

public static String toRadix(String in, int inRadix, int outRadix) // The input and output are treated as String.

Write a program called NumberConvert, which prompts the user for an input number, an input radix, and an output radix, and display the converted number. The output shall look like:

Enter a number and radix: A1B2

Enter the input radix: 16

Enter the output radix: 2

"A1B2" in radix 16 is "1010000110110010" in radix 2.

Exercise (Guess a Number): Write a Java program called **NumberGuess** to play the number guessing game. The program shall generate a random number between 0 and 99. The player inputs his/her guess, and the program shall response with "Try higher", "Try lower" or "You got it in n trials" accordingly. For example:

> **java NumberGuess**

Key in your guess:

**50**

Try higher

**70**

Try lower

**65**

Try lower

"

You got it in 4 trials!

Hints: Use Math.random() to produce a random number in double between 0.0 and (less than) 1.0. To produce an int between 0 and 99, use:

int secretNumber = (int)(Math.random()\*100);

Exercise (Guess a Word): Write a program called WordGuess to guess a word by trying to guess the individual characters. The word to be guessed shall be provided using the command-line argument. Your program shall look like:

**java WordGuess testing**

Key in one character or your guess word: **t**

Trail 1: t\_\_t\_\_\_

Key in one character or your guess word: **g**

Trail 2: t\_\_t\_\_g

Key in one character or your guess word: **e**

Trail 3: te\_t\_\_g

Key in one character or your guess word: **testing**

Trail 4: Congratulation!

You got in 4 trials

Hints:

* Set up a boolean array to indicate the positions of the word that have been guessed correctly.
* Check the length of the input String to determine whether the player enters a single character or a guessed word. If the player enters a single character, check it against the word to be guessed, and update the boolean array that keeping the result so far.
* Try retrieving the word to be guessed from a text file (or a dictionary) randomly.

Exercise (Day of the Week): Write a program called DayOfWeek, which takes a date (in year, month and day), and returns the day of the week.

There is an interesting algorithm for finding the day of week given year, month and day (e.g., 26-9-2010), as follows:

1. Take the last two digit of the year, and add a quarter (divide by 4 and discard the remainder). In our example, 10 + 10/4 = 12
2. Add a value according to the month as follow: Jan: 1, Feb: 4, Mar: 4, Apr: 0, May: 2, Jun: 5, Jul: 0, Aug: 3, Sep: 6, Oct: 1, Nov: 4, Dec: 6. For our example, 12 + 6 (Sep) = 18.
3. Add the day. For our example, 18 + 26 = 44
4. Add a century offset according to century value as follows: 18xx:2, 19xx: 0, 20xx: 6, 21xx: 4. For our example, 44 + 6 (20xx) = 50. For years outside this range, add or subtract 400 to bring the year into this range. This is based on the fact that the calendar repeats every 400 years.
5. For leap year (a leap year is a year that is divisible by 4 and not divisible by 100, or divisible by 400), if month is Jan or Feb, subtract 1. For our example, 2010 is not a leap year.
6. Take modulus 7, and retrieve the day of the week from the array {Sat, Sun, Mon, Tues, Wed, Thurs, Fir}. For our example, 50 % 7 = 1, which is a Sunday.

You can compare the day obtain with the Java's Calendar output as follows:

// Construct a Calendar with the given year, month and day

Calendar cal = new GregorianCalendar(year, month - 1, day); // month is 0-based

// Get the day of the week number: 1 (Sunday) to 7 (Saturday)

int dayNumber = cal.get(Calendar.DAY\_OF\_WEEK);

String[] calendarDays = { "Sunday", "Monday", "Tuesday", "Wednesday",

"Thursday", "Friday", "Saturday" };

// Print result

System.out.println("It is " + calendarDays[dayNumber - 1]);

This above algorithm work for Gregorian dates only. The calendar we used today is known as *Gregorian calendar*, which came into effect in October 15, 1582 in some countries and later in other countries. It replaces the *Julian calendar*. 10 days were removed from the calendar, i.e., October 4, 1582 (Julian) was followed by October 15, 1582 (Gregorian). The only difference between the Gregorian and the Julian calendar is the "leap-year rule". In Julian calendar, every four years is a leap year. In Gregorian calendar, a leap year is a year that is divisible by 4 but not divisible by 100, or it is divisible by 400, i.e., the Gregorian calendar omits century years which are not divisible by 400. Furthermore, Julian calendar considers the first day of the year as march 25th, instead of January 1st.

It is difficult to modify the above algorithm to handle pre-Gregorian dates. A better algorithm is to find the number of days from a known date.

**Exercises on Number Theory**

Exercise (Perfect and Deficient Numbers): A positive integer is called a *perfect number* if the sum of all its factors (excluding the number itself, i.e., proper divisor) is equal to its value. For example, the number 6 is perfect because its proper divisors are 1, 2, and 3, and 6=1+2+3; but the number 10 is not perfect because its proper divisors are 1, 2, and 5, and 10≠1+2+5.

A positive integer is called a *deficient number* if the sum of all its proper divisors is less than its value. For example, 10 is a deficient number because 1+2+5<10; while 12 is not because 1+2+3+4+6>12.

Write a Java method called isPerfect(int posInt) that takes a positive integer, and return true if the number is perfect. Similarly, write a Java method called isDeficient(int posInt) to check for deficient numbers.

Using the methods, write a program called PerfectNumberList that prompts user for an upper bound (a positive integer), and lists all the perfect numbers less than or equal to this upper bound. It shall also list all the numbers that are neither deficient nor perfect. The output shall look like:

Enter the upper bound: **1000**

These numbers are perfect:

6 28 496

[3 perfect numbers found (0.30%)]

These numbers are neither deficient nor perfect:

12 18 20 24 30 36 40 42 48 54 56 60 66 70 72 78 80 ......

[246 numbers found (24.60%)]

Exercise (Prime): A positive integer is a *prime* if it is divisible by 1 and itself only. Write a Java method called isPrime(int posInt) that takes a positive integer and returns true if the number is a prime. Write a Java program called PrimeList that prompts the user for an upper bound (a positive integer), and lists all the primes less than or equal to it. Also display the percentage of prime (up to 2 decimal places). The output shall look like:

Please enter the upper bound: **10000**

1

2

3

......

......

9967

9973

[1230 primes found (12.30%)]

Hints: To check if a number n is a prime, the simplest way is try dividing n by 2 to √n.

Exercise: Write a method isProductOfPrimeFactors(int posInt) that takes a positive integer, and return true if the product of all its prime factors (excluding 1 and the number itself) is equal to its value. For example, the method returns true for 30 (30=2×3×5) and false for 20 (20≠2×5). You may need to use the isPrime() method in the previous exercise.

Write a program called PerfectPrimeFactorList that prompts user for an upper bound. The program shall display all the numbers (less than or equal to the upper bound) that meets the above criteria. The output shall look like:

Enter the upper bound: **100**

These numbers are equal to the product of prime factors:

1 6 10 14 15 21 22 26 30 33 34 35 38 39 42 46 51 55 57 58 62 65 66 69 70 74 77 78 82 85 86 87 91 93 94 95

[36 numbers found (36.00%)]

Exercise (GCD): One of the earlier known algorithms is the Euclid algorithm to find the GCD of two integers (developed by the Greek Mathematician Euclid around 300BC). By definition, GCD(a, b) is the greatest factor that divides both a and b. Assume that a and b are positive integers, and a≥b, the Euclid algorithm is based on these two properties:

GCD(a, 0) = a

GCD(a, b) = GCD(b, a mod b), where (a mod b) denotes the remainder of a divides by b.

For example,

GCD(15, 5) = GCD(5, 0) = 5

GCD(99,88) = GCD(88,11) = GCD(11,0) = 11

GCD(3456,1233) = GCD(1233,990) = GCD(990,243) = GCD(243,18) = GCD(18,9) = GCD(9,0) = 9

The pseudocode for the Euclid algorithm is as follows:

GCD(a, b) // assume that a ≥ b

while (b != 0) {

// Change the value of a and b: a ← b, b ← a mod b, and repeat until b is 0

temp ← b

b ← a mod b

a ← temp

}

// after the loop completes, i.e., b is 0, we have GCD(a, 0)

GCD is a

Write a method called gcd() with the following signature:

public static int gcd(int a, int b)

Your methods shall handle arbitrary values of a and b, and check for validity.

TRY: Write a *recursive* version called gcdRecursive() to find the GCD.
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